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Abstract

Modeling languages, like programming languages, need to bedesignedif they are to be
practical, usable, accepted, and of lasting value. We present principles for the design of
modeling languages. To arrive at these principles, we consider the intended use of mod-
eling languages. We conject that the principles are applicable to the development of new
modeling languages, and for improving the design of existing modeling languages that
have evolved, perhaps through a process of unification. The principles are illustrated and
explained by several examples, drawing on object-oriented and mathematical modeling
languages.

1 Introduction

The key difficulty in producing quality software is specifying and designing the
conceptual construct that underlies the software [2]. This conceptual construct is
usually complex. Complexity is an essential difficulty that cannot be dealt with
by using more powerful programming languages or tools, or by using modeling
languages that abstract it away. Complexity must be dealt with by the developer,
who must choose and apply the most appropriate languages and tools, based on
their knowledge and experience.

Suitablemodeling languagesare needed to describe the conceptual construct under-
lying software. These languages, which are often graphical, can be used to produce
a satisfactory description of the conceptual constructs, frequently prior to writing
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any code. Prior construction of a model for a derived software system is as essen-
tial as having a blueprint for a building or a schematic for a circuit before building
them.

Recently, the Unified Modeling Language (UML) [29] has been proposed as a
standard modeling language, particularly but not exclusively for modeling object-
oriented (OO) systems. The UML is a unification of a collection of software devel-
opment approaches. Unification of these approaches was carried out to help provide
stability to the OO technology marketplace, while giving a standard notation for
developers to apply. As such, the designers of UML focused on:standardizingthe
syntax and informal semantics of the modeling language; and, easing the transition
from existing technologies to the UML, in part by ensuring a degree of syntactic
and conceptual compatibility.

Unification is not the only way that modeling languages have been developed. They
have also been designed from scratch, typically with only minor concern for com-
patibility with existing languages. In designing anew, language designers embody
experience and previous work in the syntax, semantics, and tools that support the
new language. As the language becomes used in practice, the designers are of-
ten compelled to make extensions or additions of new features to meet previously
unknown requirements, and so the languages evolve. Examples of such modeling
languages include the Business Object Notation (BON) [36], SOMA [6], and some
of the predecessors of UML, as well as real-time approaches such as HOOD [28]
and MASCOT [31]. Also in this category are formal notations, e.g., CSP [12],
CCS [21], Z [32], and B [1], which should be viewed as modeling languages: they
give a mathematical model of a system that can be reasoned about (via theorem
provers or model checkers).

In both unification and new development, modeling languages are constructed to
meet certain goals. In the case of unification, ease of transition from earlier nota-
tions, as well as standardization, are important goals. For other languages, there
may be goals such asease of drawing, simplicity, orease of reasoning. These goals
drive the development of the syntax, semantics, documentation, and tool support
for modeling languages.

An implication of this discussion is that, analogous to programming languages,
modeling languages have to be designed. A part of the design process for modeling
languages requires the formulation of a plan, consisting of a set ofgoals for the
language. By carefully delimiting goals for a modeling language, it can be deter-
mined whether or not a language meets the needs of its intended users, and also can
lead to better documentation for the language, especially in terms of the language’s
intended domain of practical use. A valid question to now ask is: what goals may
be of interest in the design of a modeling language? To help answer this question,
we can turn to the realm of programming language design.
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Criteria and principles for programming language design have been discussed and
presented over the last thirty years [11,33,34,38]. These principles have provided
programming language designers with guidance on whether to include features in
their languages, as well as criteria for the qualitative comparison of languages. We
suggest that some of these principles are directly applicable to the design of mod-
eling languages, as we shall discuss. Where programming languages and modeling
languages primarily differ is in their intended domain of use – programming lan-
guages describe executable systems, while modeling languages need not.

In this paper, we discuss thegoals that may be of interest in designing modeling
languages, as well asprinciples that can help designers meet those goals. These
principles in turn can suggest ways to qualitatively compare modeling languages.

How can we determine whether we have captured the most important and essen-
tial principles for the design of modeling languages? Ideally, these design princi-
ples will be used to improve the quality of modeling languages, in the sense that
the modeling languages produced by following the principles can be used to cre-
ate higher-quality software than others. Thus, the ideal approach to validating the
principles would be to design a collection of metrics that quantify thequality of
the software and documents produced using a modeling language. Based on these
metrics, we could carry out a number of experiments in software development and
measurement, using a modeling language. In the experiments, we would determine
whether the modeling languages actually abet the development of quality software,
and thus whether the design principles are useful in producing higher-quality mod-
eling languages.

Such an experimental process requires a well-founded, widely accepted, and quan-
tifiable definition of software quality, which currently does not exist. In the absence
of such a standard definition, we must view the principles suggested in this paper
as a starting point for the design of these experiments.

2 The Use of Modeling Languages

A key question to begin our presentation is, ‘For what do we intend to use a mod-
eling language?’ A modeling language, as stated in [29], is a language used to
‘specify, visualize, construct, and document a software system’. Fowler [5] extends
this definition to use modeling languages to describe concepts and constructs in the
problem domain. We use these two definitions as the starting point for our discus-
sion.

As [5,29] suggest, it may be useful in some cases for a modeling language to be
graphical. This requirement is aimed at abetting the development of large software
systems, which possess a myriad of inter-related components. Visual modeling lan-
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guages provide the means to effectively convey these components and their inter-
actions, and allow developers to focus their attention on parts of a system at any
time.

However, primarily textual modeling languages, such as CSP or B, achieve these
intended uses more concisely without the problems of secondary notation [26]. It is
this secondary notation (e.g., layout and typographic cues) that sometimes appeals
to users, and causes confusion in interpreting graphical notations.

There is an increasing amount of work on the subject of visualisation in a software
development context [7,8,25]. It is largely inconclusive; it is not clear what an ap-
propriate notation (textual or graphical) is in a given context. There are no obvious
rules to apply: thus we conclude that both graphical, textual, and hybrid notations
are useful depending on specific circumstances.

Modeling languages are used by designers. They are most often appliedbefore
program code is constructed (though, as we shall see when we discuss reversibility,
this is not always the case). Modeling languages are tools to support the designers,
and as such should provide assistance in those most critical and complicated tasks.
What are the critical tasks of users of modeling languages? We suggest that there
are four critical tasks for designers:

(1) architectural description,
(2) behavioural description,
(3) system documentation, and
(4) forward and backwards generation.

2.1 Architectural description

Modeling languages are used to describe a system in terms of abstractions (which
may be classes, processes, use-cases, programs, and so on) and their relationships
(which include inheritance/subtyping, data flow, sequencing, et cetera). Thus, a use-
ful modeling language will provide designers with assistance in expressing neces-
sary abstractions and their relationships at appropriate levels of detail and in an
appropriate form (i.e., visually or textually). A document that consists of such ab-
stractions and their relationships is often called anarchitectural description.

An example of using a modeling language for architectural description is shown
in Figure 1. The modeling language UML is used to describe the architecture of
an office management system. The model is made up of classes (drawn as rectan-
gles), associations (drawn as lines between classes), methods and attributes, and
annotations, such as multiplicity constraints.

Modeling languages are used at several different stages in the development life-
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Company

available_rooms() : Boolean
hire(e:Employee)
move(e:Employee, r:Room)
fire(e:Employee)

Room

Employee

position : String
start_date : Date

set_position(s:String)
set_start_date(d:Date)

rooms

office 1

1..*

employees

0..*

Fig. 1. Using UML for architectural description

cycle. Most commonly, they are used duringrequirements analysis(for concep-
tual modeling) anddesign. In requirements analysis, the languages will be used to
describe abstractions associated with the problem domain [5]. In design, the lan-
guages will be used to describe abstractions of the solution domain (though, as
Jackson points out [13], some abstractions will belong to both the problem and
solution domain). Thus, the modeling language should be usable for describing
abstractions throughout the development lifecycle.

Modeling languages should be applicable to the development of large systems,
which possess many abstractions and inter-relationships. The language should be
able to describe systems at various levels of detail, from the highest level where
the system is itself a single abstraction, to a level of abstraction where requisite
system behavior is acquired by interactions of a large collection of implemented
software components. Formal or informal refinement relationships, and notions of
traceability between levels of abstraction can usefully be defined to improve the
overall quality of the software product being developed.

Language designers should not sacrifice applicability to small systems so as to
make the language more applicable to large systems, otherwise users will have
difficulty learning the language. But the language must still scale up, otherwise
it cannot be useful for more than toy problems. Thus, the language must support
concise architectural description.

2.2 Behavioural description

An architectural description is generally insufficient to completely express the de-
tails of a system. An improved description will include details of what each ab-
straction in the model represents, what each does, and when interactions between
model components occur. This is the purpose of the behavioural description.
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There are many styles of notation that can be used for behavioural description,
e.g., process algebras (CSP), state-based descriptions (written in, e.g., Z, B, and
the Object Constraint Language), natural language (e.g., used in process specifica-
tions associated with data flow diagrams), or variants of finite state machines (say,
Statecharts, also as used in UML). Each style of notation can be used in different
ways: finite state machines are useful for animation, or for model checking, while
variants of state-based modeling are useful for automated code generation and for
semi-automatic proof and reasoning. The most appropriate notation to use for be-
havioural description will depend on the project context.

As an example, consider the architectural description in Figure 1. The description
says nothing about the behaviour of methods associated with the classes. To de-
scribe the behaviour of the methodfire of classCompany , a modeler could use
the Object Constraint Language to give the method a pre- and postcondition, as
follows.

Company :: fire(e : Employee)

pre : employees! includes(e)

post : not employees! includes(e) and

employees! forAll(f j f:office 6= (e@)pre:office)

The precondition (indicated by thepre annotation) requires that the employee
e (the employee to be fired) is included in the collection of all employees. The
postcondition ensures that the argumente is no longer in the collection, and that
after firing the employee’s former office is now unoccupied.

The preceding model of the office management system, written as a UML class
diagram and OCL constraints, separates architectural and behavioural descriptions.
These descriptions can also be combined in the same model. With the BON object-
oriented modeling language, state-based descriptions of behaviour – in the form
of pre- and postconditions – are included within the architectural description. Fig-
ure 2 shows a BON description of the same office management system that inte-
grates both architectural and behavioural description. The architectural description
is graphical: classes are represented as rounded rectangles or ellipses (the latter
being used when class details are not described), and the association relationships
between classes are represented as directed arrows (e.g., betweenCOMPANY and
EMPLOYEE ). The behavioural description of method�re of classCOMPANY
– again, written as a pre- and postcondition – is integrated with the architectural
description.

A similar approach is taken with the B method, where abstract machines combine
architectural and behavioural description. UML, on the other hand, allows develop-
ers to describe architecture using class diagrams, and behaviour with separate OCL
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rooms_available:BOOLEAN

hire(e:EMPLOYEE)

move(e:EMPLOYEE;r:ROOM)

fire(e:EMPLOYEE)

?

!

e /= Void and then employees.has(e)

COMPANY

not employees.has(e);
∀ f employees

EMPLOYEE

ROOM

employees:SET[..]

rooms:SET[..]

office

f.office /= old e.office2

Fig. 2. BON diagram integrating architectural and behavioural description

constraints (as the previous example demonstrated) or separate Statechart models.
UML also permits integrated description of architecture and behaviour; examples
in [24,29] demonstrate this.

2.3 System documentation

System documentation is provided to explain how a system works, and what needs
to be done in order to adapt or maintain it, to meet changing requirements or to
correct mistakes or omissions. A model, produced with a modeling language, is
itself a form of system documentation. It can present a high-level architectural view
of a system, details for abstractions — e.g., method signatures for a class, inputs and
outputs for processes, pre- and postconditions — and (from a design perspective)
an effective summary of the implementation of the system. A quality modeling
language will thus encourage designers to write clear, self-documenting systems.
The language will also support the designer in maintaining the documentation as
the system evolves, such as when programs change under system maintenance.

System documentation must of course be supplemented by other forms of docu-
mentation, including justifications of the design and modeling decisions that were
made during production, as well as instructions on its use.

2.4 Forwards and backwards generation

Very often, modeling languages are used in the front-end of the development life-
cycle, when developers are trying to understand the problem they have been given,
and when they are planning which abstractions to use in the solution.
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Models of software systems are eventually implemented, typically in a high-level
programming language, but ultimately in object code. Thus, a modeling language
should be based upon abstractions that can be transformed as easily as possible into
program code. Clearly, behavioural descriptions that are mathematical, e.g., pre-
and postconditions or process algebras, may require further refinement and eluci-
dation to map into code. However, for architectural abstractions, such as classes,
modules, and types, it should be possible to directly map them into corresponding
program code elements. Without this, we make it harder to trace program errors
back to model elements, thus making maintenance all the more difficult. Thus, a
modeling language should include at least the architectural description elements
that will be used in the eventual implementation language. This corresponds with
the notion ofseamlessnessdescribed in [20].

This requirement should not supersede earlier ones. Clearly, the simplest modeling
language to map into a programming language is the programming language itself.
However, the effectiveness of a programming language for describing architecture
– especially for problem analysis – is questionable, in part because such languages
often require the modeler to provide detail which may be irrelevant for the purposes
of understanding the problem. This should be contrasted with the Eiffel language
[20], which has been suggested as appropriate for use throughout the software
development lifecycle, in part because of the language’s support for behavioural
descriptionand implementation. However, visual descriptions of software archi-
tecture are still important and useful when applying the Eiffel language: for large
systems, a diagrammatic representation can help in understanding the Eiffel code.

Easy mapping of architectural abstractions to programs is only one requirement
for a modeling language. In previous subsections, we described the need for mak-
ing it easy to document a system using a modeling language, and to maintain the
models as programs change. Very often, models and programs are allowed to get
out of synch because maintainers have been changing the code but not changing
the models. This immediately destroys the value of the model for the purposes of
documentation; designers and programmers can no longer rely on it. It is therefore
useful to be able to produce models from programs. A typical modeling loop, then,
is to produce a model, generate code from it, and then whenever the code is changed
by programmers, generate a new model (which may require further improvements
or augmentation by developers). This is often calledround-trip engineering.

A good modeling language should support forward and backwards generation, and
therefore make it as easy as possible for developers to have round-trip engineering.
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2.5 Discussion

Our first observation regarding these goals is that they are dependent. By designing
a language to meet one of these goals, we may affect another. For example, docu-
mentation can be a part of an architectural design; the BON language, the SOMA
language [6], and other modeling languages that focus on behaviour and responsi-
bilities work along these lines. BON, for example, includes documentation about
the behavior of functions and procedures within the class model itself, as Figure 2
demonstrated. Further, as already discussed, backwards generation of models from
code is an effective means of producing documentation and architectural descrip-
tions.

There are two implications of this. One is that it may be difficult to satisfy each goal
in isolation. Language designers must therefore decide which goals are essential for
the intended use of the modeling language. A second implication is that it will be
non-trivial, because of this dependence, to satisfy all of these goals in one modeling
language. From this, we can draw two conclusions. First, it may be very useful to
combineor integrateseparate modeling languages [22,23] for specific purposes,
when it is discovered that one language does not satisfy all of the goals of its users.
And, developers should be prepared toselecta modeling language based on their
reading of its appropriateness for a specific project.

An evident condition for achieving any of the design goals is the simplicity of
the modeling language. Without simplicity, the language designer cannot evaluate
the consequences of language design decisions, nor can they easily determine if
they have met their goals. Without simplicity, designers will be overwhelmed by a
collection of different abstractions and relationships. Without simplicity, forwards
and backwards generation may only be possible on a subset of the language, if it is
possible at all.

This correlates directly with the discussion of Hoare [11] and Wirth [38] on the
design of programming languages. Hoare, writing about goals in the design of a
programming language, says:

A necessary condition for the achievement of any of these objectives is the utmost
simplicity in the design of the language.

The main beneficiary of a simple modeling language is the user. A simple language
is more likely to be fully understood by its users than a more complicated one.
A user who fully understands the modeling language he or she is using will be
more capable of handling more complex tasks. Such users will have come across
the deficiencies in the language, and will know how to avoid them or mitigate their
effects. Moreover, they may know how to use the simple modeling language in
unexpected ways, and will likely know all the consequences of using language
features in combination.
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Many of the principles of programming language design that are presented by
Hoare and Wirth also appear to be applicable directly to modeling languages. This
is not surprising because both programming languages and modeling languages can
be used for describing software systems, albeit at different levels of abstraction.
Thus, many programming language principles should carry over to the modeling
language domain. However, some principles of programming language design –
related to compilation, execution efficiency, debugging, i.e., those concerning the
specific form of software models expressible in a programming language – will not.
We should expect that there will be principles for designing modeling languages
that are not applicable to the programming language domain as well.

We conject that the main principle for the design of a modeling language should
be simplicity. Without it, we will likely have significant difficulty in achieving the
goals mentioned in previous subsections. It also aids the modeler in learning and
remembering all the features of the language, and in selecting the best feature for
their purpose. Modelers can expend most of their effort on using the language,
rather than on learning it.

With complex modeling languages, a significant amount of effort may have to be
expended in learning the language before applying it. Such language complexity
also unfavourably impacts on the tool implementer as well, who is responsible for
ensuring that the tool is compliant with the modeling language specification. Cer-
tainly, one can always use a subset of a complex modeling language, especially at
first when newcomers are familiarizing themselves with the language, but if it is
feasible to usefully apply a subset of a modeling language, one can rightly ask if it
is necessaryandusefulto include and use the remaining parts. Further, how would
newcomers choose a useful subset?

3 Designing a Modeling Language

As previously suggested, there are two broad ways in which modeling languages
have been built. They have been built from scratch, without explicit consideration of
compatibility with earlier approaches and techniques (excepting, of course, for that
knowledge which is encompassed in the experience of the language designers and
which is therefore implicit in any design decisions that are made). Thereafter, there
may have been further additions to the language, as it evolves through use. They
have been produced by unification from existing approaches. There are advantages
and disadvantages to each approach, which we now discuss.
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3.1 Design from scratch

A modeling language designed from scratch has little or no history. It is not required
to remain compatible with languages that have been used before. It does not have
to include features just because other languages have them. It can be constructed
to meet specific design goals; tradeoffs in order to make it easy to transition from
previous languages to the new language may not have to be made. Moreover, the
language can be designed to include exactly the features that are needed to satisfy
its design goals; all other features can be discarded. As a result, modeling languages
built in this way can usually be constructed to satisfy the goal of simplicity.

The difficulty with designing languages from scratch is that it is a complex prob-
lem. It is difficult to decide what features to include and what to omit. It is also
hard because we need precise requirements before we can start building the lan-
guage. We must be able to precisely express the goals of the language as well as
the satisfaction criteria: for example, how will we know if our language is simple?
Because of this complexity, we should not expect to be able to produce a method
for designing model languages from scratch. Instead, we should look forprinciples
andcriteria that can guide us in making design decisions.

A language designed from scratch (or produced by unification; see the next section)
is not a static entity. It will change — through extension or removal of features – as
it used and is found wanting. All modeling languages evolve as the tasks to which
they apply change; their origins are what will differ.

3.2 Unification

A modeling language that is unified from existing languages has two key goals
to its design: it should standardize an existing set of features, so that users need
know how to use only the standard version; and, it should be backwards compatible
with its ancestors. Backwards compatibility need not require that valid models in
the ancestral languages are valid in the new language; rather, it may simply mean
that moving from the old to new language — where modelers must transition a
syntactic and semantic gap between languages — is made as easy to accomplish as
is reasonably possible.

Unification is one way to merge modeling languages that are independently evolv-
ing towards each other, or to merge divergent languages that have a common core
of concepts, notations and features. The intent with unification is to help provide
stability to the users of the modeling languages, while providing a standard notation
for developers to apply. Unification is more likely to lead to a complex language
with many features, where concepts are included in a language because one group
of participants in the development process has used them and found them useful
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in the past. Political necessity may also mean sacrificing the simplicity of the lan-
guage design. However, unification is a simpler process to understand than design-
ing a language from scratch: the process starts from existing concepts and syntaxes.
It is easier to debate and discuss existing languages and their features than it is to
argue about abstract concepts such as design principles.

Unification may ignore language design principles, in part because of the nature
of its design process. However, we shall conject shortly that language design prin-
ciples can be applied to a unified modeling language, after the unification process
has been completed. That is, unification is only one step towards producing a useful
and well-designed modeling language.

4 Principles for Modeling Language Design

The previous sections argued that the preemptive principle in the design of a mod-
eling language should be simplicity. But implicit in this argument is that there are
other principles that also should be considered. In this section we discuss key prin-
ciples and the reason for their consideration.

4.1 Simplicity

We have already discussed simplicity. We have argued in detail that it should be
the leading principle in designing a modeling language. Hoare describes that some
programming language designers have replaced the goal of simplicity with the goal
of modularity2 [11], by which it is possible for programmers to apply the language
by understanding only a subset of it. He argues that, in the domain of programming
languages, this does not make sense because it is possible for programmers to ac-
cidentally invoke unknown features, and because it is more difficult to satisfy this
goal than that of simplicity. We suggest that a similar argument also holds for the
design of modeling languages: it is easier to aim for simplicity of modeling lan-
guage than it is to aim for a language that satisfies the goal of modularity, in part
because it is difficult to provide pragmatic advice on how to achieve modularity.

If a modeling language is simple, then it will be small and memorable, and it can
be learned in its entirety by its users. The principle of modularity is useful, but is
of questionable value in designing a modeling language.

Some examples of modeling languages that may be considered simple, small and
memorable include BON, CSP, and predicative programming [10].

2 Not to be confused with the very useful concept of modularity in the architectural de-
scription of a system.
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4.2 Uniqueness

Uniqueness is sometimes referred to asorthogonality. It is discussed in [11] as well
as in [18]. The principle is easy to express. A language that satisfies the principle
of uniqueness provides one good way to express every concept of interest, and it
avoids providing more than one.

The rationale for this principle is obvious. By avoiding duplication of features, the
language is kept smaller and more explainable. There is no need to try to explain to
users when to use one feature over another – potentially very similar, if not identical
– feature.

Uniqueness does not imply minimization of features. A feature should be included
in a modeling language if it is necessary for modeling a required concept and if
there is no way of modeling it using current features. The intent with uniqueness is
to have languages defined by a small number ofpowerfulfeatures that may be use-
ful in more than one context. By keeping the number of features small, it is easier
to understand the consequences of using the features together. The formal model-
ing language CSP, based on process algebras, satisfies the principle of uniqueness:
each modeling construct in the language is not duplicated by any other, and makes
it possible to model all systems of interest. UML, by comparison, does not satisfy
the principle – it possesses both sequence and collaboration diagrams, which are
semantically equivalent [24].

4.3 Consistency

The principle of consistency is described in [18]. It is simple to explain: consistency
means that there is a purpose to the design of the language. All of the small number
of powerful features that are included (or are to be added) to the language must
further this purpose. Any feature that does not support the purpose must be dis-
carded. An excellent example of consistency in modeling language design is BON:
the purpose of BON is to support seamless and reversible development [36]. Any
modeling concept that does not allow seamless or reversible development has been
removed from the language. With UML, it is more difficult to determine whether
the language is consistent or not, because there are no precise design goals beyond
standardization of modeling concepts.

The B formal method was designed to make it easy to produce executable programs
from formal models. At the same time, it was desired to provide automated assis-
tance for this process. Z, in contrast, was designed to support formal modeling in a
set-theoretic language. It is more difficult to produce programs from Z models than
B models, in part because Z was not originally designed for such a task; it does not
possess an executable subset to its specification language. Tools and methods that
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support development of programs from Z models are, typically, more difficult to
use than corresponding B techniques, in part because of this design characteristic

Consistency of language should not be confused with consistency of themodels
produced using the language; the latter is more of a reliability issue (see Sec-
tion 4.8). Some modeling languages, e.g., UML, allow designers to describe a
system in several independently constructed models – e.g., a class diagram, de-
ployment diagram, use-case diagram, sequence diagram, et cetera – and at imple-
mentation time, these models must be checked for consistency, i.e., that something
said in one model is not contradicted by something said in another model. Because
the collection of models that can be produced using UML is large, and because
each model itself may be complex (containing many different abstractions and re-
lationships), checking the consistency of a UML specification is non-trivial, and
it is questionable whether it can be automated. A contrasting approach is offered
by BON: therein, a single model is constructed for each class [24], and checking
the consistency of this model is straightforward and can be assisted by automated
tools. Similarly, with the formal modeling languages Z and B, a single model of a
software system is constructed, and tool-assisted reasoning about the model can be
performed.

4.4 Seamlessness

The seamlessness principle contributes to being able to generate code from mod-
els, and also is a significant contribution towards producing maintainable software.
Seamlessness allows the mapping of abstractions in the problem space to imple-
mentations in the solution space without changing notation, thus avoiding the im-
pedence mismatches that often arise throughout the development process. Seamless
software development in an object-oriented setting occurs by adding new classes,
or by enriching already existing class from earlier phases with additional features
[20]. In all stages of the software lifecycle, developers work with the same kind of
abstraction, e.g., classes, processes, etc. At the end of development, a tool (typically
a compiler) will have to render some executable code from the design.

Modeling languages for object-oriented development are well-suited to satisfy this
principle. BON, for example, has as one of its primary design goals the support
of seamlessness. BON supports seamless development with the Eiffel language by
obeying thesingle model principle[24]: all information associated with a class
in a system is contained in one place: the single model for the class. Different
views of the model may automatically be generated. This model contains, amongst
other pieces of information, an implementation of the class. Thus, seamlessness is
guaranteed. UML, by comparison, is not seamless. In UML, object behavior can
be specified using finite state machines, and thus further translation is necessary
to express such details in an object-oriented programming language. A contrasting
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language and method that supports seamlessness is B, where abstract machines are
used throughout development until code is generated automatically by a specialised
tool.

4.5 Reversibility

The principle of reversibility contributes to the production of maintainable soft-
ware, and to producing better documentation for software systems. The principle
of reversibility requires that changes made during one stage of the development
lifecycle can be automatically reflected back to earlier stages. So, a modification
made to an implementation class written, e.g., in Java, can be reflected in diagram-
matic models, written in, e.g., UML. This captures the notion of feeding back to
the design level pragmatic constraints from the implementation.

Reversibility, combined with seamlessness, allows programs and models to be kept
in synch, and thus helps create and maintain system documentation. Changes made
to models can be reflected in code; changes made to code can automatically be
reflected in changed models. This is exactly what is required to in the mainte-
nance process, as well as to abet future maintenance. It is unlikely that, without
reversibility, models will be kept up to date with the code. The implication here is
that without reversibility, it is the code that will be maintained, and the documenta-
tion provided by the model will thereafter be of minimal use.

A requirement for reversibility is that it be supported by tools. Typically, the prin-
ciple is supported by CASE tools for a particular modeling language that also gen-
erates code for particular programming languages. Common combinations include
UML and C++ or Java (e.g., Rational Rose [27]), OMT and C++, and BON and
Eiffel (e.g., EiffelCase [20]). The primary focus of these tools and languages is to
support production of architectural descriptions from programs; a mapping from
programs to more abstract behavioural descriptions, e.g., state machines or predi-
cates, may not in general be feasible.

In general, with formal modeling languages, it is difficult to support reversibility:
this would require automatic production of formal specifications from programs.
This is complex for a number of reasons: a program may implement many different
formal specifications, or, the data structures used in a program may not correspond
to data structures available in a specification language, for example.

4.6 Scalability

The principle of scalability states that a modeling language should ideally be useful
for both small and large systems, i.e. not just ‘toy’ systems. It should be useful for
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modeling systems with a few components and inter-relations, and systems with
thousands of components and inter-relations.

To satisfy this principle, modeling languages must have certain characteristics. For
one, they must provide a concise mechanism for describing the fundamental ab-
stractions for their problem domain. In an OO setting, for example, this means
that there must be a concise notation for describing classes and objects; typically,
rectangles or ellipses are used here. The modeling language must also provide the
means to hide details of abstractions. Again, in an OO setting, this means that, for
example, class interface details (names of attributes, method signatures, invariants,
et cetera) should be revealed at the discretion of the modeler. Finally, the language
must also provide agrouping mechanismthat allows the modeler to collect ab-
stractions, name them, and hide their details. Such a mechanism is present in UML
(where it is called apackage) and BON (where it is called acluster). Such a group-
ing mechanism can best be supported by a tool, akin to a hypertext browser.

Scalability has long been an issue with formal modeling languages; it has been
claimed, in the past that formal methods do not ‘scale up’ to large problems. This
is in part claimed because of a lack of structuring mechanisms in formal modeling
languages, as well as limited tool support and an inability to hide details associ-
ated with abstractions. Work on the B method, which supports modular specifica-
tion and powerful tool support, has aimed at addressing this issue. Recent work on
method integration [22] and industrial-strength tool support [3] has also dealt with
this problem.

4.7 Supportability

A modeling language is meant to be used, by humans, for writing or drawing mod-
els, as noted in Leveson’s criteria [15]. Very often, this will be done on a white-
board, or with pencil and paper; thus, models should be easy to produce by hand.
But sometimes humans want to have software to help them produce models. The
software should be expected to provide help in producing correct models (i.e.,
checking that the syntax of the diagrams is correct), in generating programs from
models, and in producing models from code (i.e., reverse engineering).

For building large software systems using a modeling language, tool support is es-
sential, not only for drawing and managing the models, but for maintaining them
as development proceeds. Thus, the principle of supportability states that a model-
ing language should be designed to be implementable and supportable by software
tools. This places restrictions on the notation syntax (i.e., it should also be easy to
draw and display on a computer screen, it should be concise) and the semantics (i.e.,
it should be defined so that it can be automatically or semi-automatically translated
into code, and it maybe should even support reverse engineering, although extract-
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ing an appropriate abstraction will often be difficult and will require considerable
human guidance).

With formal modeling languages, B has certainly been designed with tool sup-
port in mind. Work with the Z modeling language has aimed at providing tools,
e.g., CADiZ [35], but it has been found to be more difficult to provide effective,
industrial-strength tool support for Z, in part because of the language’s design, as
mentioned earlier.

4.8 Reliability

The goal of software development is to producequalitysoftware. There have been
many definitions of software quality proposed, but a common factor throughout
many definitions is that quality software isreliable: it meets its specifications; and
it reacts appropriately whenever it is given unexpected or erroneous input – that is,
it is robust.

Methods for producing software must emphasize quality. Thus, modeling languages
must support the production of reliable programs. They should provide support to
ensure that the programs meet their specifications, e.g., via formal analysis or trace-
ability combined with testing. They should provide support for developing software
that reacts appropriately when given erroneous input, e.g., via design-by-contract
mechanisms as supported in BON or UML, or by use of exception handling. And
they should provide support for ensuring that the models being produced are con-
sistent – i.e., are devoid of contradictions (as discussed in Section 4.3).

UML, with the addition of its Object Constraint Language (OCL) [37], attempts
to support the production of reliable software via design by contract, although this
has been criticised [24]. Part of the argument against the approach to design by
contract offered by UML and OCL is that contracts and classes can be kept sepa-
rate, potentially leading to inconsistencies between descriptions. BON, B, Z, and
all other formal methods offer similar approaches to abet the production of reliable
software (though the former is object-oriented, while the latter is state-based), sup-
porting reliability by assertion-based techniques, run-time checking, and proof. The
work of the Precise UML group, e.g., see [4], has focused on improving the UML
for developing correct software, in part by giving parts of the modeling language a
formal semantics.

4.9 Space economy

The final principle we mention is the simplest. The principle of space economy
states that models should take up as little space on the printed page as possible. The
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reason for this is obvious: smaller models have less to understand, and there is less
work for modelers and tools to perform in order to maintain the models. Certainly,
this principle can be taken too far, so space economy should not sacrifice simplicity
nor the understandability of the language as well.

4.10 Summary of Principles

The principles we have suggested can be summarised thus:

Simplicity No unnecessary complexity is included in the language.

Uniqueness There are no redundant or overlapping features.

Consistency Language features cooperate to meet language design goals.

Seamlessness The same abstractions can be used throughout development.

Reversibility Implementation changes can be propagated into the model.

Scalability Large and small systems can be modeled.

Supportability The language is usable by humans, and supportable by tools.

Reliability The language encourages the production of reliable software.

Space economy Concise models are produced.

5 Applying the Principles to UML

The Unified Modeling Language is rapidly becoming a standard modeling lan-
guage, particularly for object-oriented systems. It is not without its limitations nor
beyond criticism [30,9,19,24]. UML has been produced by a unification process,
taking the best modeling concepts from OMT, Booch, and Objectory, producing
a single syntax and meta-model. It is currently undergoing standardization by the
Object Modeling Group.

As we have discussed throughout Section 4, UML, as it currently stands, does not
satisfy many of the design principles that we have discussed. It is certainly not
simple (the latest revision of its notation guide is over 160 pages), and for princi-
ples like seamlessness, consistency, and uniqueness, it falls short [24]. This is not
surprising, as the language has been developed from several others. However, the
fact that the UML does not satisfy the design principles may hinder its utility and
effectiveness. That said, the principles can be applied to the UML in a process of
a posteriorirationalization. The UML can be analyzed and evaluated to determine
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how it can be adapted to satisfy the principles it fails to satisfy at the moment.

We make the following preliminary suggestions.

� Seamlessness.To support seamless development with UML requires the removal
of translationin the development process. That is, the same concepts should be
used in analysis, design, and implementation.

Seamlessness is in part dependent on the programming language that is to be
used for development. For example, if Java is the implementation language, then
seamless development is not possible if multiple inheritance or deferred classes
(where class features may have specifications, but not implementations) are used
in design. BON, by comparison, works seamlessly with Eiffel (it was designed
to), and requires no translation.

A good step towards seamless development with UML would be to use finite
state machines, which break seamlessness, only to provide a different view of an
object’s behaviour. This view should be automatically generated, e.g., from OCL
constraints, akin to what is done with Graham’s SOMATIK system [6].

Another approach would be to produce specific dialects of the UML for spe-
cific programming languages, e.g., UML-Java, UML-C++, et cetera. These would
likely be subsets of the full UML, perhaps with modifications to tune the syntax
for behavioural description to fit most closely with the programming language
syntax. This is possible in UML 1.3, which has an extension mechanism called
profiles.

� Uniqueness.There is significant overlap among modeling techniques in UML;
there are several ways to express concepts of interest. For example, sequence and
collaboration diagrams are semantically equivalent [29]. There are also several
ways to express constraints (e.g., as notes and separately using OCL constraints),
and the concepts of abstract class and interface semantically coincide. Overlap
such as this should be eliminated, or it should be made clear why it is neces-
sary to have such overlap, as well as how to determine when to use particular
versions of overlapping concepts. Alternatively, for a duplicated concept, one
version could be chosen for standard use, and all other versions could be auto-
matically generated different views of the concept.

� Consistency.This is the most difficult design principle to establish with a uni-
fied language like UML. Consistency aims at directing the design of a modeling
language. The UML has already been designed, so what consistency can imply
for the UML is that the UML may have to be redesigned – or restructured – to
satisfy it. We suggest that a goal in the redesign of UML could berationaliza-
tion, that is, obtaining a simpler version of the modeling language where there
is one way of modeling a particular concept. This would eliminate redundancy
and duplication, and would make it easier for tool developers to ensure that they
are complying with the language standard. Work on developing a ‘core’ UML
is proceeding, and this may abet the satisfaction of this principle. However, we
point out that developing the core UML is now primarily a political problem, and
not primarily a problem in language design. An approach to design where a core
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language is produced, and then extensions to the core developed, would make it
easier to satisfy the principle of consistency.

� Simplicity.The UML is not simple. Its fundamentals can be learned in a few
hours, but to understand all its concepts, their interrelations, and the underlying
meta-model, requires a great deal of time and effort.

Simplification of the UML can be accomplished, in significant part, by at-
tempting to satisfy the previous three principles. By striving for consistency,
uniqueness, and seamlessness in rationalizing the UML, a simpler language of
necessity will be produced.

� Reliability.As it stands, the UML and its constraint language do not possess ma-
ture, rigorous semantics. Consider that individuals and groups (such as the Pre-
cise UML group) are attempting to strengthen the UML [4]. Without a rigorous
semantics, we cannot consider the UML to be appropriate for the development
of reliable software. Also, as suggested in [24], support for behavioural descrip-
tion via the OCL in terms of software contracts is weak, at best. Support for
behavioural description is fundamental for producing quality software.

Improvements to the UML with regards to satisfying this goal are suggested
in [14,24]. It is a challenging problem to improve the UML along these lines.

6 Conclusions

Modeling languages, which are used in the software development process, must
be designed. In this sense, modeling languages should be considered no different
than programming languages. Techniques, criteria, and principles for the design of
modeling languages should be produced and given the accord that they are for the
design of programming languages. These principles should ultimately be validated
by experiment, showing that modeling languages that are well-designed help in the
production of better-quality software.

A great deal of effort has been spent on studying and producing principles and
criteria for the design of programming languages. Programming languages, and
their related tools, are just one component of the software development process.
Modeling languages and their tools are another, and they should be designed and
developed with the same care as programming languages. Many of the principles
that have been developed over the years for the design of programming languages,
like simplicity, consistency, and uniqueness, are equally applicable to modeling
languages. Because of the nature of modeling languages — typically being used
earlier in the software lifecycle than programming languages, and typically being
diagram-based — there are also design principles that are not obviously applicable
to programming languages, like seamlessness and reversibility.

Modeling languagesshouldbe designed to satisfy the necessary principles from
the start. For some problem domains, or for some situations, some principles may
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need to be discarded or deemphasized; thus, what is an essential principle to follow
in the design of one language may be unessential in another. This is exactly the
case as for programming languages. It may be cheaper to re-design and rationalize
modeling languages than programming languages, after their development. In part,
this is possible because, unlike programming languages, modeling languages do
not have to be (but may be) executable. They are first and foremost a language for
the whiteboard, the piece of paper, and the CASE tool.

The danger witha posteriorichanges to a modeling language is that the modifica-
tions may invalidate existing tools. This is a not insignificant concern, especially
considering the cost of modern CASE tools. Careful tool design, and use of meta-
CASE techniques [17], can help reduce the cost of changes in modeling language.
But if these changes are those of rationalization, and involve removal of duplicated
or redundant concepts, then the likelihood of invalidating existing tools is reduced.
However, it does suggest that it is best to design the language to accomplish the
necessary tasks from the start.
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