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Extracting Actionable Knowledge from
Decision Trees
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Abstract—Most data mining algorithms and tools stop at discovered customer models, producing distribution information on customer
profiles. Such techniques, when applied to industrial problems such as customer relationship management (CRM), are useful in
pointing out customers who are likely attritors and customers who are loyal, but they require human experts to postprocess the
discovered knowledge manually. Most of the postprocessing techniques have been limited to producing visualization results and
interestingness ranking, but they do not directly suggest actions that would lead to an increase in the objective function such as profit.
In this paper, we present novel algorithms that suggest actions to change customers from an undesired status (such as attritors) to a
desired one (such as loyal) while maximizing an objective function: the expected net profit. These algorithms can discover cost-
effective actions to transform customers from undesirable classes to desirable ones. The approach we take integrates data mining and
decision making tightly by formulating the decision making problems directly on top of the data mining results in a postprocessing step.
To improve the effectiveness of the approach, we also present an ensemble of decision trees which is shown to be more robust when
the training data changes. Empirical tests are conducted on both a realistic insurance application domain and UCI benchmark data.

Index Terms—Phrases decision making, data mining, machine learning.

1 INTRODUCTION

XTENSIVE research in data mining has been done on

discovering distributional knowledge about the under-
lying data. Models such as Bayesian models, decision trees,
support vector machines, and association rules have been
applied to various industrial applications such as customer
relationship management (CRM) [3], [30], [32], [10]. Despite
such phenomenal success, most of these techniques stop
short of the final objective of data mining, which is to
maximize the profit while reducing the costs, relying on
such postprocessing techniques as visualization and inter-
estingness ranking [23], [29]. While these techniques are
essential to move the data mining result to the eventual
applications, they nevertheless require a great deal of
human manual work by experts. Often, in industrial
practice, one needs to walk an extra mile to automatically
extract the real “nuggets” of knowledge, the actions, in
order to maximize the final objective functions.

In this paper, we present a novel postprocessing
technique to extract actionable knowledge from decision
trees. To illustrate our motivation, we consider customer
relationship management CRM [6], [16], [20], in particular,
where we take the telecommunications industry as an
example. This industry is experiencing more and more
competitions in recent years. The battle is over their most
valuable customers. With massive industry deregulation
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across the world, each customer is facing an ever-growing
number of choices in telecommunications and financial
services. As a result, an increasing number of customers are
switching from one service provider to another. This
phenomenon is called customer “churning” or “attrition,”
which is a major problem for these companies and makes it
hard for them to stay profitable. The data sets are often cost
sensitive and unbalanced. If we predict a valuable customer
who will be an attritor as loyal, the cost is usually higher
than the case when we classify a loyal customer as an
attritor. Similarly, in direct marketing, it costs more to
classify a willing customer as a reluctant one. Such
information is usually given by a cost matrix, where the
objective is to minimize the total cost. In addition, a CRM
data set is often unbalanced; the most valuable customers
who actually churn can be only a small fraction of the
customers who stay.

In the past, many researchers have tackled the direct
marketing problem as a classification problem [28], [27],
[14], [43], where the cost-sensitive and unbalanced nature of
the problem is taken into account. In management and
marketing sciences, stochastic models are used to describe
the response behavior of customers [9], [12], [25], [7]. In the
data mining area, a main approach is to rank the customers
by the estimated likelihood to respond to direct marketing
actions and compare the rankings using a lift chart or the
area under curve measure from the ROC curve [27], [31],
[22]. Domingos [14] proposed the MetaCost framework for
adapting accuracy-based classification to cost-sensitive
learning by incorporating a cost matrix and conditional
risk. Elkan and Zadrozny [17], [43] examined general cases
where a classification decision depends on both the
destination class and the customer in question. Various
ensemble-based methods are examined under the cost-
sensitive learning framework; for example, Fan et al. [21]

Published by the IEEE Computer Society



44 IEEE TRANSACTIONS ON KNOWLEDGE AND DATA ENGINEERING, VOL. 19, NO. 1,

integrated boosting algorithms with cost considerations. An
association-rule-based approach is proposed in [40], where
a focus is placed on data preprocessing in which the cost-
sensitive and data-imbalance knowledge about the data is
used in a data sampling phase. The resultant prediction
model produces higher net profits when compared against
the winners of the ACM KDDCUP 1998 competition [1].
Wang et al. [41], [39] took the actions and a data set as input
and generated utility-enhancing patterns which are then
pruned to produce the cost-effective action sets.

Recognizing the sequential nature of some CRM pro-
blems, Pednault et al. applied the framework of reinforce-
ment learning to address the issue of sequential decision
making when interactions can occur among decision out-
comes [34]. Reinforcement learning refers to a class of
problems and associated techniques in which the learner is
to learn how to make sequential decisions based on delayed
reinforcement so as to maximize cumulative rewards. In a
Markov Decision Process (MDP), the environment is
assumed to be in some state at any given point in time. In
the case of targeted marketing, such states would be
represented as feature vectors comprised of both the
categorical and numerical data fields on which decision
on what next actions to take is made.

Like most data mining algorithms today, a common
problem in current applications of data mining in intelligent
CRM is that people tend to focus on, and be satisfied with,
building up the models and interpreting them, but not to
use them to get profit explicitly. More specifically, most
data mining algorithms (predictive or supervised learning
algorithms) only aim at constructing customer profiles,
which predict the characteristics of customers of certain
classes. Examples of these classes are: What kind of
customers (described by their attributes such as age,
income, etc.) are likely attritors (who will go to competi-
tors), and what kind are loyal customers? This knowledge is
useful but it does not directly benefit the enterprise. To
improve customer relationship, the enterprise must know
what actions to take to change customers from an undesired
status (such as attritors) to a desired one (such as loyal
customers). This can be done in the telecommunications
industry, for example, by reducing the monthly rates or
increasing the service level for a valuable customer.

Unlike distributional knowledge, to consider actionable
knowledge one must take into account resource constraints.
Actions, such as direct mailing and sales promotion, cost
money to the enterprise [42]. At the same time, enterprises
are increasingly constrained by cost cutting. There is thus a
strong limitation on the number of customer segments that
the company can take on, or in the number of actions the
company can exploit. To make a decision, one must take
into account the cost as well as the benefit of actions to the
enterprise. However, for each customer, there may be a
large number of possible actions or action sets that can be
applied to the customer. Which of the actions to take
depends not only on the particular customers’ situation, but
also on other customers who might benefit from the same
action.

In the past, several approaches have been designed to
extract knowledge from the CRM data. When the actions
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and state information are given in the data, sequential
mining methods can be applied using MDP-like approaches
[34]. When the actions are initially unknown, however, few
approaches have been designed to invent new actions that
can minimize the total cost and bring about profitable
changes. In this paper, we present novel algorithms for
postprocessing decision trees to obtain actions that are
associated with attribute-value changes, in order to max-
imize the profit-based objective functions. This allows a
large number of candidate actions to be considered,
complicating the computation.

More specifically, in this paper, we consider two broad
cases. One case corresponds to the unlimited resource
situation, which is only an approximation to the real-world
situations, although it allows a clear introduction to the
problem. Another more realistic case is the limited-resource
situation, where the actions must be restricted to be below a
certain cost level. In both cases, our aim is to maximize the
expected net profit of all the customers. We show that
finding the optimal solution for the limited resource
problem and designing a greedy heuristic algorithm to
solve it efficiently is computationally hard. We compare the
performance of the exhaustive search algorithm with a
greedy heuristic algorithm, and show that the greedy
algorithm is efficient while achieving results with quality
very close to the optimal one. In order to improve the
robustness of the mined actions, we also describe an
ensemble-based decision tree algorithm [26], using a collec-
tion of decision trees rather than a single tree, to generate the
actions. We show that the resultant action sets are indeed
more robust with respect to training data changes.

An important contribution of the paper is that it
integrates data mining and decision making together, such
that the discovery of actions is guided by the result of data
mining algorithms (decision trees in our case). While
decision-making and optimization techniques are not new,
their application to data mining has resulted in a new
generation of learning algorithms, such as support vector
machines [38], [11], manifold regularization for subspace
learning [5]. The work of [34] that applies MDP to customer
databases allows new knowledge—probabilistic plans—to
be extracted from the data sets, allowing a new type of
knowledge to be discovered from the data sets. However,
they require the actions and state changes to be given as
part of the input. Our approach can be considered as a new
step in this direction, which is to discover action sets from
the attribute value changes in a nonsequential data set
through optimization.

The rest of the paper is organized as follows: We first
present our base algorithm for finding unrestricted actions
in Section 2. We then formulate two versions of action-set
extraction problems, and show that finding the optimal
solution for the problems is computationally difficult in the
limited resources case (Section 3). We show that our greedy
algorithms are efficient while achieving results very close to
the optimal ones obtained by the exhaustive search (which
is exponential in time complexity). We also present an
ensemble tree-based technique for making the technique
robust. Conclusions and future work are presented in
Section 4.
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2 AcCTION EXTRACTION IN DECISION TREES:
UNLIMITED-RESOURCE CASE

2.1 A First Step in Postprocessing Decision Trees

Decision-tree learning algorithms, such as ID3 or C4.5 [36],
are among the most powerful and popular predictive
methods for classification. In CRM applications, a decision
tree can be built from a set of examples (customers)
described by a rich set of attributes including customer
personal information (such as name, sex, and birthday, etc.),
financial information (such as yearly income), family
information (such as life style, number of children), and
so on. Because decision trees can be converted to rules for
explicit representation of the classification, one can easily
obtain characteristics of customers belonging to a certain
class (such as attritors). In this paper, we focus on the
output of decision tree algorithms as the input to our
postprocessing algorithms. Our algorithms rely on not only
a prediction, but also a probability estimation of the
classification, such as the probability of being loyal. Such
information is available from decision trees.

Our first step is to consider how to extract actions when
there is no restriction on the number of actions to produce.
Our first industrial case study of an application corresponds
to this case [10]. We call this the unlimited-resource case. Our
data set consists of descriptive attributes and a class
attribute. For simplicity, we consider a discrete-value
problem, in which the class values are discrete values.
Some of the values under the class attribute are more
desirable than others. For example, in the banking applica-
tion, the loyal status of a customer “stay” is more desirable
than “not stay.” The overall process of the algorithm can be
briefly described in the following four steps:

1. Import customer data with data collection, data
cleaning, data preprocessing, and so on.

2. Build customer profiles using an improved decision-
tree learning algorithm [36] from the training data.
In this case, a decision tree is built from the training
data to predict if a customer is in the desired status
or not. One improvement in the decision tree
building is to use the area under the curve (AUC)
of the ROC curve [22], [35] to evaluate probability
estimation (instead of the accuracy). Another im-
provement is to use Laplace Correction to avoid
extreme probability values.

3. Search for optimal actions for each customer (see
Section 2.2 for details). This is a key component of
the data mining system Proactive Solution [10].

4. Produce reports for domain experts to review the
actions and selectively deploy the actions.

In the next section, we will discuss the leaf-node

search algorithm used in Step 3 (search for optimal
actions) in detail.

2.2 Leaf-Node Search in the Unlimited Resource
Case

We first consider the simpler case of unlimited resources

where the case serves to introduce our computational

problem in an intuitive manner. The leaf-node search

algorithm searches for optimal actions to transfer each leaf

Service
L M H
Sex Rate
F M 0.1 L H
0.9 0.2 0.8 0.5

Fig. 1. An example of customer profile.

node to another leaf node with a higher probability of being
in a more desirable class. After a customer profile is built,
the resulting decision tree can be used to classify, and more
importantly, provide the probability of customers in the
desired status such as being loyal or high-spending. When a
customer, who can be either a training example used to
build the decision tree or an unseen testing example, falls
into a particular leaf node with a certain probability of being
in the desired status, the algorithm tries to “move” the
customer into other leaves with higher probabilities of
being in the desired status. The probability gain can then be
converted into an expected gross profit.

However, moving a customer from one leaf to another
means some attribute values of the customer must be
changed. This change, in which an attribute A’s value is
transformed from v; to v, corresponds to an action. These
actions incur costs. The cost of all changeable attributes are
defined in a cost matrix (see Section 2.3) by a domain
expert. The leaf-node search algorithm searches all
leaves in the tree so that for every leaf node, a best
destination leaf node is found to move the customer to. The
collection of moves are required to maximize the net profit,
which equals the gross profit minus the cost of the
corresponding actions.

Based on a domain-specific cost matrix (Section 2.3) for
actions, we define the net profit of an action to be as follows:

PNet = PE X Pgain, - ZCOST;, (1)

where Py, denotes the net profit, Py denotes the total profit
of the customer in the desired status, P, denotes the
probability gain, and COST; denotes the cost of each action
involved. In Section 3.1, we extend this definition to a
formal definition of the computational problem.

The leaf-node search algorithm for searching the
best actions can thus be described as follows:

Algorithm leaf-node search
1. For each customer x, do
2. Let S be the source leaf node in which z falls into;
3. Let D be a destination leaf node for x the maximum
net profit Py
4. Output (S, D, Pyet);

To illustrate, consider an example shown in Fig. 1, which
represents an overly simplified, hypothetical decision tree
as the customer profile of loyal customers built from a bank.
The tree has five leaf nodes (A, B, C, D, and E), each with a
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probability of customers’ being loyal. The probability of
attritors is simply 1 minus this probability.

Consider a customer Jack who’s record states that the
Service = Low (service level is low), Sex = M (male), and
Rate = L (mortgage rate is low). The customer is classified
by the decision tree. It can be seen that Jack falls into the leaf
node B, which predicts that Jack will have only a 20 percent
chance of being loyal (or Jack will have an 80 percent chance
to churn in the future). The algorithm will now search
through all other leaves (A, C, D, and E) in the decision tree
to see if Jack can be “replaced” into a best leaf with the
highest net profit.

1. Consider leaf A. It does have a higher probability of
being loyal (90 percent), but the cost of action would
be very high (Jack should be changed to female), so
the net profit is a negative infinity.
2. Consider leaf C. It has a lower probability of being
loyal, so the net profit must be negative, and we can
safely skip it.
3. Consider leaf D. There is a probability gain of
60 percent (80 percent - 20 percent) if Jack falls into
D. The action needed is to change Service from L
(low) to H (high). Assume that the cost of such a
change is $200 (given by the bank). If the bank can
make a total profit of $1,000 from Jack when he is
100 percent loyal, then this probability gain
(60 percent) is converted into $600 (1,000 x 0.6) of
the expected gross profit. Therefore, the net profit
would be $400 (600 — 200).
4. Consider leaf E. The probability gain is 30 percent
(50 percent - 20 percent), which transfers to $300 of
the expected gross profit. Assume that the cost of the
actions (change Service from L to H and change Rate
from L to H) is $250, then the net profit of moving
Jack from B to E is $50 (300 — 250).
Clearly, the node with the maximal net profit for Jack is
D, with suggested action of changing Service from L to H.

Notice that in the above example, the actions suggested
for a customer-status change imply only correlations rather
than causality between customer features and status.
Similarly to other data mining systems, the actions should
be reviewed by domain experts before deployment. This is
the Step 4 of the leaf-node search algorithm given at the
beginning of this section.

2.3 Cost Matrix

In our discussion so far, we assume that attribute-value
changes will incur costs. These costs can only be deter-
mined by domain knowledge and domain experts. For each
attribute used in the decision tree, a cost matrix is used to
represent such costs. In many applications, the values of
many attributes, such as sex, address, number of children,
cannot be changed with any reasonable amount of money.
Those attributes are called “hard attributes.” For hard
attributes, users must assign a very large number to every
entry in the cost matrix.

If, on the other hand, some value changes are possible
with reasonable costs, then those attributes such as the
Service level, interest rate, and promotion packages are
called “soft attributes.” Note that the cost matrix needs not
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to be symmetric. One can assign $200 as the cost of
changing service level from low to high, but infinity (a very
large number) as the cost from high to low, if the bank does
not want to “degrade” service levels of customers as an
action.

One might ask why hard attributes should be included in
the tree building process in the first place since they can
prevent customers from being moved to other leaves. This
is because that many hard attributes are important in
accurate probability estimation of the leaves. When the
probability estimation is inaccurate, the reliability of the
prediction would be low, or the error margin of the
prediction would be high.

For continuous attributes, such as interest rates that can
be varied within a certain range, the numerical ranges can
be discretized first using a number of techniques for feature
transformation. For example, the entropy-based discretiza-
tion method can be used when the class values are known
[34]. Then, we can build a cost matrix for each attribute
using the discretized ranges as the index values.

3 POSTPROCESSING DECISION TREES:
THE LimITED RESOURCE CASE

3.1 A Formal Definition of BSP

Our previous case considered each leaf node of the decision
tree to be a separate customer group. For each such
customer group, we were free to design actions to act on
it in order to increase the net profit. However, in practice, a
company may be limited in its resources. For example, a
mutual fund company may have a limited number £ (say
three) of account managers, each manager can take care of
only one customer group. Thus, when such limitations
exist, it is a difficult problem to optimally merge all leave
nodes into k segments, such that each segment can be
assigned to an account manager. To each segment, the
responsible manager can several apply actions to increase
the overall profit.

This limited-resource problem can be formulated as a
precise computational problem. Consider a decision tree
DT with a number of source leaf nodes that correspond to
customer segments to be converted and a number of
candidate destination leaf nodes, which correspond to the
segments we wish customers to fall in. Formally, the
bounded segmentation problem (BSP) is defined as follows:
Given:

1. adecision tree DT built from the training examples,
with a collection S of m source leaf nodes and a
collection D of n destination leaf nodes (in Sec-
tion 3.3, we extend from a single decision tree to
multiple decision trees),

2. a prespecified constant k£ (k < m), where m is the
total number of source leaf nodes,

3. a cost matrix C(Attr;,u,v),i=1,2,..., which spe-
cifies the cost of converting an attribute Attr;’s value
from u to v, where v and v are indices for Attr;’s
values,

4. a unit benefit vector Bc(L;) denoting the benefit
obtained from a single customer z when the z
belongs to the positive class in a leaf node
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L;,;i=1,2,...,N, where N is the number of leaf
nodes in the tree DT, and

5. aset Ci.q of test cases.

A solution is a set of k goals {G;,i=1,2,...,k},
where each goal consists of a set of source leaf nodes S;;
and one designation leaf node D;, denoted as:
{Sij»ij=1,2,...,|Gi|} — D;), where S;; and D; are leaf
nodes from the decision tree DT. The meaning of a goal
is to transform customers that belong to the source
nodes S to the destination node D via a number of
attribute-value changing actions. Our aim is to find a
solution with the maximal net profit (defined below).

Goals. Given a source leaf node S and a destination leaf
node D, we denote the objective of converting a customer z
from S to D as a goal, and denote it as S — D. The concept
of a goal can be extended to a set of source nodes: To
transform a set of leaf nodes S; to a designation leaf node D,
the goal is {S;,i =1,2,...} — D.

Actions. In order to change the classification of a
customer « from S to D, one may need to apply more than
one attribute-value changing action. An action A is defined
as a change to an attribute value for an attribute Attr.
Suppose that for a customer z, the attribute Attr has an
original value u. To change its value to v, an action is
needed. This action A is denoted as A = {Attr,u — v}.

Action Sets. A goal is achieved by a set of actions. To
achieve a goal of changing a customer = from a leaf node
S to a destination node D, a set of actions that contains
more than one action may be needed. Specifically,
consider the path between the root node and D in the
tree DT. Let {(Attr, =v;),i=1,2,...,Np} be set of
attribute-values along this path. For z, let the correspond-
ing attribute-values be {(Attr; =u;),i=1,2,...,Np}.
Then, the actions of the form can be generated:
ASet = {(Attri,u; — v;),i =1,2,...,Np}, where we re-
move all null actions where w; is identical to v; (thus,
no change in value is needed for an Attr;). This action set
ASet can be used for achieving the goal S — D.

Net Profits. The net profit of converting one customer z
from a leaf node S to a destination node D is defined as
follows: Consider a set of actions ASet for achieving the
goal S — D. For each action Attr;,u — v in ASet, there is a
cost as defined in the cost matrix: C(Attr;, u,v). Let the sum
of the cost for all of ASet be Ciotal, S — D(x).

Let the probability of z to belong to the positive class in S
be p(+|z, S). Likewise, let the probability of a customer in D
be in the positive class be p(+|z, D). Recall that from the
input, we have a benefit vector Bo(L) for the leaf nodes L.
Thus, we have B¢(S) as the benefit of belonging to node S
and B¢ (D) as the benefit of belonging to node D. Then, the
unit net profit of converting one customer x from S to D is:

Pumt(x’ S — D) :(BC(D) *p(+|:l:,D) — BC(S) *P(+|$,S))
- Ctotala S — D(CE)
(2)

Then, for a collection C}.; of all test cases that fall in node S,
the total net profit of applying an action set for achieving
the goal S — D is:

P(Ct65t7 S - D) = Zl‘€cmrpumt (x7 S - D) (3)

Service

L H

Status Rate

A )/ E B C ; \< D
0.9 0.2 0.8 0.5

Fig. 2. An example decision tree.

When the index of S is ¢, and the index of D is j, we denote
P(Clest, S — D) as Py; for simplicity.

Thus, the BSP problem is to find the best k groups of
source leaf nodes {Group;,i =1,2,...,k} and their corre-
sponding goals and associated action sets to maximize the
total net profit for a given test data set Cy..

An Example. To illustrate, consider an example in Fig. 2.
Assume that for leaf nodes L; to L, the probability values
of being in the desired class are 0.9, 0.2, 0.8, and 0.5,
respectively. Now consider the task of transforming L, and
L, to a higher probability node, such that the net profit of
making all transformations is maximized. To illustrate the
process, consider a test data set such that there is exactly
one member that falls in each leaf node of this decision tree.

In order to calculate the net profit, we assume all leaf
nodes to have an initial benefit of one unit. For simplicity,
we also assume that the cost of transferring a customer is
equal to the number of attribute value changes multiplied
by 0.1. Thus, to change from L, to L;, we need to modify the
value of the attribute Status, with a profit gain of
(0.9x1-0.2x1)—0.1=0.6.

To illustrate the limited resources problem, consider
again our decision tree in Fig. 2. Suppose that we wish to
find a single customer segment (k = 1). A candidate group
is {Lo, L4}, with a selected action set {Service — H, Rate —
C?} which can transform the group to node Lj. Assume that
Ly and L, only contain one example each. Transferring this
group to leaf node L3, Ly changes the service level only and,
thus, has a profit gain of (0.8 —0.2) x 1 —0.1 =0.5 and Ly
has a profit gain of (0.8 — 0.5) x 1 — 0.1 = 0.2. Thus, the net
benefit for this group is 0.2+ 0.5 = 0.7.

The BSP problem has an equivalent matrix representa-
tion. From (2) and (3), we obtain a profit matrix M =
(Pj),i=1,...,m;j=1,...,n formed by listing all source
leaf nodes S; as the row index and all the action sets ASet;,
for achieving the goal (S; — D;), as the column index (here,
we omit 5; in the column headings). In this matrix M,
(P;j > 0), 1 <i<m (where m is the number of source leaf
nodes), and 1 < j <n (n is the number of destination leaf
nodes). P;; denotes the profit gain computed by applying
ASet; to S; for all test-case customers that falls in S;. If
P; >0, that is, applying ASet; to transfer S; to the
corresponding destination leaf node can bring about a net
profit, we say that the source leaf node S; can be covered by
the action set ASet;. From (2) and (3), the computation of
the profit matrix M(.,.) can be done in O(m % n).

As an example of the profit matrix computation, a part
of the profit matrix corresponding to the source leaf node
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TABLE 1
An Example of the Profit Matrix Computation

ASet1 (L2 ) (G03.1=—> Ll)

ASetQ (Lz) (Goal=—> L3)

AS€t3 (L2) (Goa1=—> L4)

Ly 0.6 0.4 0.1
Ly
TABLE 2
lllustrating the Greedy-BSP Algorithm
Source Nodes ASety ASets ASets ASety
(Goal= — D) | (Goal= — Dsg) | (Goal= — Ds3) | (Goal= — Dy)
S1 2 0 1 1
Sa 0 1 0 0
S3 0 1 0 0
Sy 0 1 0 0
Column Sum 2 3 1 1
Selected Actions X

L, is as shown in Table 1 where ASet; = {Status = A},
ASety = {Service = H, Rate = C}, and ASet; = {Service =
H, Rate = D} (here, for convenience, we ignore the source
value of the attributes, which is dependent on the actual
test cases).

Then, the BSP problem becomes one of picking the best
k columns of matrix A/ such that the sum of the maximum
net profit value for each source leaf node among the
k columns is maximized. When all P,; elements are of unit
cost, this is essentially a maximum coverage problem [19],
which aims at finding k sets such that the total weight of
elements covered is maximized, where the weight of each
element is the same for all the sets. A special case of the BSP
problem is equivalent to the maximum coverage problem
with unit costs. Thus, we know that the BSP problem is
NP-Complete. Our aim will then be to find approximation
solutions to the BSP problem.

3.2 Algorithms for BSP

Our first solution is an exhaustive search algorithm for
finding the k optimal action sets with maximal net profit.

Algorithm Optimal-BSP
1. for each ASet; € A, 1 <1 <n, choose any combination of
k action sets, do
1.1. Group the leaf nodes into k groups
2.1. Evaluate the net benefit of the action sets on the
groups
end for
2. return the k action sets with associated leaf node groups
that have the maximal net benefit using (2) and (3).

Since the optimal-BSP needs to examine every combination
of k action sets, the computational complexity is O(n"),
which is exponential in the value of k.

To avoid the exponential worst-case complexity, we have
also developed a greedy algorithm which can reduce the
computational cost and guarantee the quality of the solution

at the same time. Consider the following generalization of
the maximum coverage problem. Given a set with m leaf
nodes Ly = {Ly, Lo,..., Ly}, each associated with a differ-
ent profit P;; (Pj; > 0) for each action set ASet;, 1 < j < n.
Each ASet; can be denoted as a subset of L; which only
contains the covered leaf nodes L; for P;; >0, 1 <i<m.
The goal is to choose k action sets so as to maximize the net
profit of covered leaf nodes. We can solve this problem
using a greedy algorithm below, where C' is the resulting
k action sets.

We consider the intuition of the Greedy-BSP algorithm
using an example profit matrix A as shown in Table 2,
where we assume a k = 2 limit. In this table, each number is
a profit Pj; value computed from the input parameters. The
greedy algorithm processes this matrix in a sequential
manner for k iterations. In each iteration, it considers
adding one additional column of the A/ matrix, until it has
considered all k£ columns. Initially, Greedy-BSP starts with
an empty result set C' = {). The algorithm then compares all
the column sums that corresponds to converting all leaf
nodes S; to S, to each destination leaf node D; in turn. It
found that ASet; = (— D;) has the current maximum
profit of three units. Thus, the resultant action set C is
assigned to {ASet,}.

Next, Greedy-BSP considers how to expand the customer
groups by one. To do this, it considers which additional
column will increase the total net profit to a highest value, if
we can include one more column. As can be seen from
Table 3, if we in addition consider the first column, then the
node S; can choose to be converted to D;, instead of D, as
in Table 2. In that case, the profit of C = {ASet;, ASet,} can
be increased by two units, which is the maximum increase
among all other columns. Thus, we choose this subset to be
the current action set C.

Because we have now reached the resource limit k = 2,
we will terminate with the action set C' and two groups of
leaf nodes: Gy = {51}, and Gy = {52, S5, S4}. This example
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TABLE 3
lllustrating the Greedy-BSP Algorithm (Continued)
Source Nodes ASety ASets ASets ASety
(Goal= — D7) | (Goal= — D) | (Goal= — D3) | (Goal= — Dy)
S1 2 0 1 1
S 0 1 0 0
S3 0 1 0 0
Sy 0 1 0 0
Column Sum 2 3 1 1
Selected Actions X X

returns a total net profit of 2 + 3 = 5 units, which is also the
optimal solution.
The algorithm Greedy-BSP is now described as follows:

Algorithm Greedy-BSP
1. C « §; Compute the matrix M = (P;;) using (2) and (3);
2.forl=1tok

2.1. select ASet; € A that maximizes

maz{P;},j=1,2,...,1
S;€cover(CUASet;)

(4)

22.C +— CUASet;
end for
3. return C

This algorithm can be shown to perform close to the optimal
result in our subsequent analysis. In particular, we can
exploit the complexity analysis of the approximate max-
imum coverage algorithm given in [21] to reach this result.
In order to prove the approximation ratio of the solution
returned by Greedy-BSP to one by Optimal-BSP, we first
need to establish the following two lemmas.

If we let Profit(Greedy) and Profit(OPT) be the net
profit returned by the Greedy-BSP algorithm and the
Optimal-BSP algorithm, respectively, we have the following
property.

Lemma 1. Forl =1,2,...,k, let ASet be an action set. We have
Profit(U._, ASet;) — Profit(Ul_} ASet;)
(Profit(OPT) — Profit(UZ} ASet;)

> .
- k

()

Proof. Let the optimal solution returned by Optimal-BSP
consists of k optimal action sets. Suppose Greedy-BSP has
already selected (I — 1) action sets so far, m of which are
contained in the optimal solution. Now, we consider the
situation where Greedy-BSP selects the next ASet; action
set. Because of the heuristic strategy used in the Step 2.1
of the Greedy-BSP algorithm, Profit(U!_;ASet;) —
Profit(UlZ} ASet;) represents the additional profit gain
achieved by ASet;. In addition, ASet; should be a set that

can achieve maximal additional profit gain. On the other
hand, assume Greedy-BSP selects those (k — m) optimal
action sets in the optimal solution and yet have not
chosen by itself, the profit gain of this batch procedure is
at least Profit(OPT) — Profit(UlZ} ASet;). According to
the pigeonhole principle, there must exist one single action

set in the remaining (k — m) optimal action sets, whose
Profit(OPT)—Profit(U_

L ASet; . . .
—m ‘ ). Since this action

profit is at least
set is also a candidate for selecting the next ASet;, we

have
Profit(U._, ASet;) — Profit(Ul_} ASet;)
N Profit(OPT) — Profit(UZ ASet;)
- k—m
N Profit(OPT) — Profit(UZ} ASet;)
> A .
O
Lemma 2. For [ =1,2,...,k, we have
!
Profit(U._, ASet;) > [1 - (1 _E> Profit(OPT).  (6)

Proof Sketch. The proof can be done by induction using
Lemma 1, similar to the proof of Lemma 3.13 in [21]. O

Based on the above two established lemmas, we have the
following theorem:

Theorem 1. The Greedy-BSP is a (1 —Y)-approzimation
algorithm.

k-
Profit(Greedy) > [1 — (1 — %) Profit(OPT)

> (1 - 2) Profit(OPT). "

Proof. Theorem 1 follows directly from Lemma 2 by

letting ! = k. In addition, because limj o1 — (1 — %)k =

1-1 and 1-(1 — 1% is decreasing, it follows that

) k
1-(1-HF>1-1L O
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3.3 Improving the Robustness Using Multiple Trees
The major advantage of the Greedy-BSP algorithm is that it
can significantly reduce the computational cost while also
guaranteeing the high quality of the solution at the same
time. In Greedy-BSP, the built decision tree always choose
the most informative attribute as the root node. However, as
pointed out in [26], many top-ranked attributes may exhibit
similar discriminating merits with little difference. It is
worthwhile to employ different top-ranked attributes as the
root nodes for building multiple decision trees. Therefore,
we have also proposed an algorithm referred to as Greedy-
BSP-Multiple which is based on integrating an ensemble of
decision trees in this paper. Ensemble-based methods have
been shown to improve the robustness of machine learning
systems greatly [45], [26], [44]. The basic idea is to construct
multiple decision trees using different top-ranked attributes
as their root nodes. For each set of test cases, the ensemble
decision trees return the median net profit and the
corresponding leaf nodes and action sets as the final
solution. We believe that this method will be more robust
when the training data set changes, because each change
can only alter a small number of trees. Thus, we expect that
when the training data are unstable, the ensemble-based
decision tree methods can perform much more stable as
compared to results from the single decision trees.

Algorithm Greedy-BSP-Multiple
1. Given a training data set described by p attributes
1.1. calculate gain ratios to rank all the attributes in
an descending order
12.fori=1top
use the ith attribute as root node to
construct the ith decision tree
end for
2. Take a set of testing examples as input
21.fori=1top
use the ith decision tree to calculate the net
profit by calling algorithm Greedy-BSP
end for
2.2. return k action sets corresponding to the median
net profit

The added advantage of Greedy-BSP-Multiple is that it is
more robust with respect to different sampled training data.
Since Greedy-BSP-Multiple relies on building multiple
decision trees to calculate the median net profit, different
sampling can only affect the construction of a small portion
of decision trees. Therefore, Greedy-BSP-Multiple can
produce net profit with less variance.

3.3.1 Difference from Previous Works

In business marketing, most of the marketing planning
activities have been done in a human-heavy process, which
is carried out by hand [4], [13]. Collecting customer data
and using the data for direct marketing operations has
increasingly become possible, thanks to the popularity of
data mining technology. One approach is known as
“database marketing,” which is defined as creating a bank
of information about individual customers from their
orders, enquiries, and other activity, using it to analyze
the customer behavior and developing intelligent strategies

JANUARY 2007

[37], [33], [15]. An important computational aspect is to
segment a customer group into subgroups, often in terms a
binary decision variable such as customer’s willingness to
buy a product or not to buy. This segmentation corresponds
to traditional classification learning in machine learning,
such as decision trees [36], where the aim is to generate a
ranking function for the customers sorted on their like-
lihood to buy a product (or stay loyal to the company), so
that a “gain chart” or “lift chart” can be created for human
analysis. Analytical techniques such as linear and logistic
regression can be used to implement the ranking functions
[15]. The decision then is on which subset of the customers
to market a certain product to, in order to maximize the
total net profit [27]. However, even though the segmenta-
tions can be discovered using an machine learning
algorithm, the actions are still to be discovered by human
experts.

Machine learning and data mining research has con-
tributed to the business practice by addressing some new
issues in marketing. One issue is that the typical marketing
data are cost sensitive, in that the false positive and false
negative costs are different. To solve this problem, [43], [14]
proposed the framework of cost-sensitive learning by
incorporating a cost matrix for balancing the total expected
misclassification costs. In addition to the cost issues, the
number of items belonging to one class may greatly
outnumber those in another class. As mentioned above,
machine learning methods have traditionally been applied
to produce a ranking of customers by the estimated
probability to respond to a marketing action, and selecting
some top portion of the ranked list [27], [31]. When the data
are biased, traditional accuracy-based measurements are no
longer adequate. In order to solve this problem, Wang et al.
[22] presented an association rule-based approach that
differentiates between the positive class and the negative
class members the most, and use these rules to for
segmentation.

Another direction in machine learning is to apply
sequential learning techniques using reinforcement learning
and Markov decision processes. For example, [43], [34], [2]
aimed to find a policy with which to direct an optimal action
based on a customer’s current status. Here, the objective is
to maximize the total benefits accrued over a period of time,
after a sequence of actions is taken, when deciding whether
to take an action or not.

However, all of the above research works are aimed at
either finding a segmentation of the customer database, or
deciding to take a predefined action for every customer
based on that customer’s current status. None of them
addressed the issue of discovering actions that might be
taken from a customer database. To the best of our
knowledge, ours is the first such work in machine learning
and business marketing that addressed this action-discov-
ery issue.

3.4 Experimental Evaluation

In order to evaluate the performance of our proposed
algorithm, experiments were carried out on a real data set
from an insurance company and four data sets from the UCI
ML repository [8].
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Fig. 3. Net profit versus number of action sets.

3.4.1 Experiments on Real Data

Experiments were first performed on a real data set
obtained from an insurance company in Canada. This data
set consists of more than 25,000 records for customers who
have the status of “stay” or “leave” the insurance company,
which are referred to as positive and negative examples,
respectively. Each example is described by more than
60 attributes, many of which are not hard attributes. About
20 attributes are soft attributes with reasonable costs for
value changes. We constructed a cost matrix for each
attribute contained in the data set according to their
semantics in the real domain.

In our experiment, we first selected 10 attributes based
on the Gain Ratio criterion. Since this data set has a highly
unbalanced data distribution, we randomly sampled
6,000 examples as the training data, with the ratio of
positive and negative as one to one, in order to prevent a
decision tree from predicting all the customers to be
negative. We also randomly sampled 300 examples from
the rest of the data to be used as the testing data. In this
setting, we built a decision tree with 153 leaf nodes. Eighty-
seven of them are considered negative leaf nodes because
their probability of being positive is less than 50 percent,
while the other 66 positive leaf nodes.

We applied Greedy-BSP and Optimal-BSP to calculate
the prespecified k action sets with maximal net profit. Fig. 3

TABLE 4

Selected Action Sets versus Number of Action Sets
#Action Selected Action Sets

Sets Greedy-BSP Optimal-BSP

k=2 {A3, Az} {A1, Ago}

k=3 {As, Aso, Azo} {A1, Ago, Azg}

k=4 {A1, A3, Az, Age} {A1, A3, A2, Ao}

k=5 | {A1, A3, A, Az, Asa} | {A1, A3, Ay, Aog, Asga}

A — Greedy-BSP
—&— Optimal-BSP

Runtime (seconds)

—1 1 1
2 3 4 5
Number of Action Sets: k

Fig. 4. Runtime versus number of action sets.

shows the net profit obtained by the two algorithms with
respect to different numbers of action sets k. As shown in
the figure, the net profit increases for both Greedy-BSP and
Optimal-BSP with an increasing number of action sets k.
This is because if more customers are transformed to a
desired status, it is more possible to obtain higher profit. In
addition, an important property to note is that, for a specific
k, the net profit obtained by Greedy-BSP is very close to or
the same as that by Optimal-BSP, which can guarantee the

quality of solution provided by Greedy-BSP.
Table 4 compares the k action sets selected by both

Greedy-BSP and Optimal-BSP with respect to different
numbers of action sets k. There are a total of 66 action sets
provided by the decision tree built in our experiments. As
shown in the table, the action sets selected by Greedy-BSP
are very close to that by Optimal-BSP for the same number

of action sets k.
In our example, each action set contains a number of

actions; for example, the action set A3 consists of four
different actions (attribute changes), that is,

x10°
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6 | 4
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Fig. 5. Net profit versus number of action sets.
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TABLE 5
UCI Data Sets Used in the Experiments
Name of data sets | No. of attributes | No. of training data | No. of testing data
German 20 300 100
Australian 14 500 100
Adult 14 10000 10000
Endgame 9 400 100
x10° x10°
5.8 66
ssl 6.5} n
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& 52 & e4f
? 5 E 6.35
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62f
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Fig. 6. (a) German. (b) Australian. (c) Adult. (d) Endgame. Net profit comparisons of Optimal-BSP and Greedy-BSP on four UCI data sets.

{as : $0 — $249 — $500 — $999, a7 : F — E,
ag : DIV — WID, ag : 1980 — 1989 — 1990 — 1994}.

As described above, there are a total of 87 negative leaf
nodes in our decision tree. By applying the action set A3, a
group of customers falling into five negative leaf nodes
{Ls, L3, L13, L5, L75 } can be transferred to third positive leaf
node, which corresponds to a customer segmentation.

Fig. 4 compares the runtime of the two algorithms with
respect to different numbers of action sets k. Note that the
runtime of y-axis uses a logscale. As expected, Greedy-BSP
is much more efficient and scalable than Optimal-BSP. For
Greedy-BSP, the runtime is 0.20 seconds irrespective of the
number of action sets k. In contrast, the runtime for
Optimal-BSP increases exponentially with the increasing

number of action sets k. This is because the optimal
algorithm needs to compare many more combinations for
larger values of k in order to obtain maximal net profits.
We performed another set of experiments to evaluate the
robustness of Greedy-BSP and Greedy-BSP-Multiple (where
10 decision trees are used in each ensemble). In this
experiment, we randomly selected 300 examples from the
whole data set as the testing data. From the rest of the data,
we randomly generated 10 training data sets of 6,000 exam-
ples, where the ratio of positive and negative equals 1:1. We
applied the two algorithms on these 10 groups of data.
Fig. 5 compares the performance of the two algorithms with
respect to different numbers of actions sets k in a box plot
(the figure shows a box and whisker plot for each set of
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Fig. 7. Runtime comparisons of Optimal-BSP and Greedy-BSP on four UCI data sets. (a) German. (b) Australian. (c) Adult. (d) Endgame.

experiments, where a box has lines at the lower quartile,
median, and upper quartile values. The whiskers are lines
extending from each end of the box to show the extent of
the rest of the data. Outliers are data with values beyond the
ends of the whiskers.). We can see from the figure that
Greedy-BSP-Multiple can produce the net profit values with
much less variance than Greedy-BSP when 10 sets of
randomly sampled examples are used for training. Since
Greedy-BSP-Multiple relies on building multiple decision
trees to calculate the median net profit, different sampling
can only affect the construction of a small portion of
decision trees, while the rest are left unchanged. Therefore,
we can conclude that Greedy-BSP-Multiple is more robust
than Greedy-BSP.

3.4.2 Experiments on UCI Data

We also performed experiments on four UCI data sets to
evaluate the performance of the algorithms. The four data
sets used in our experiments are listed in Table 5. These
data sets were chosen because they have binary classes and
a sufficient number of examples. In our experiments, we
also used Gain Ratio [32] criterion to select eight significant
attributes for each data set. For Greedy-BSP and Optimal-
BSP, we calculated the net profit based on a decision tree
whose root node is the attribute with the maximal gain ratio
value. For Greedy-BSP-Multiple, the net profit is computed

using eight decision trees with different attributes as the root
node. For each data set, we randomly sampled the training
data set with the ratio of positive and negative as one to
one. Another independent data set generated randomly is
used for testing.

Fig. 6 shows the net profit obtained by Optimal-BSP and
Greedy-BSP on the four data sets. We can also observe that,
for each data set, the values of net profit computed by
Greedy-BSP are very close to or the same as those found by
Optimal-BSP with respect to the same number of action sets k.

Fig. 7 compares the efficiency of Optimal-BSP and
Greedy-BSP on the four data sets. Note that the values of
y-axis use a logscale in the figure. We can observe that the
runtime of Optimal-BSP increases exponentially as the
number of action sets k increases. This makes Optimal-BSP
intractable especially when the decision tree has a large
number of positive and negative leaf nodes. In contrast, the
runtime of Greedy-BSP remains approximately the same
regardless of different numbers of action sets k. Therefore,
Greedy-BSP is much more efficient and scalable than
Optimal-BSP.

We also performed experiments to evaluate the robust-
ness of Greedy-BSP and Greedy-BSP-Multiple on the four
data sets. In this experiment, for each data set, we randomly
generated 10 training data sets, each of which has the same
positive and negative examples. The same testing data set
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Fig. 8. Robustness comparisons of Greedy-BSP and Greedy-BSP-Multiple on four UCI data sets. (a) German. (b) Australian. (c) Adult. (d) Endgame.

was used for evaluation. Fig. 8 shows the net profit obtained
by the two algorithms with respect to different sampled
training data. We can also observe that, when different
sampled examples are used for training, Greedy-BSP-
Multiple can produce the net profit with much less variance
than Greedy-BSP. Therefore, Greedy-BSP-Multiple is more
robust than Greedy-BSP.

We conclude from our experiments that, Greedy-BSP can
find k action sets with maximal net profit, which is very
close to those found by Optimal-BSP, at least for small
values of k for which Optimal-BSP terminates in a reason-
able amount of time. At the same time, Greedy-BSP can
scale well with an increasing number of action sets k, which
is more efficient than Optimal-BSP. In addition, by building
multiple decision trees, Greedy-BSP-Multiple is more
robust than Greedy-BSP when different sampled examples
are used for training.

4 CoONCLUSIONS AND FUTURE WORK

Most data mining algorithms and tools produce only the
segments and ranked lists of customers or products in their
outputs. In this paper, we present a novel technique to take
these results as input and produce a set of actions that can
be applied to transform customers from undesirable classes
to desirable ones. For decision trees, we have considered

two broad cases. The first case corresponds to unlimited
resources, and the second case corresponds to the limited
resource-constraint situations. In both cases, our aim is to
maximize the expected net profit of all the customers. We
have found a greedy heuristic algorithm to solve both
problems efficiently and presented an ensemble-based
decision-tree algorithm that use a collection of decision
trees, rather than a single tree, to generate the actions. We
show that the resultant action set is indeed more robust
with respect to training data changes.

The results discussed in this paper offer effective
solutions to intelligent CRM for enterprises. Our initial
applications case study (in unlimited resources case,
reported in [28], [42]) has shown strong promise in applying
this class of postprocessing techniques in practice.

In our future work, we will research other forms of
limited resources problem as a result of postprocessing data
mining models and evaluate the effectiveness of our
algorithms in the real-world deployment of the action-
oriented data mining.
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